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do not move until the priest comes by and serves them. When the priest reaches
the end of the row, he returns to the beginning and starts again, since by this time
a new row of people have come forward.

5. Circular Arrays in C
In C, we can increase an index iby 1in a circular array by writing

if (i >= MAX—-1)
| =0;

else
I+ +;

or even more easily (but perhaps less efficiently at run time since it uses division)
by using the % operator:

1= (i + 1) % MAX;

6. Boundary Conditions

Before writing formal algorithms to add to and delete from a queue, let us consider
the boundary conditions, that is, the indicators that a queue is empty or full, If
there is exactly one entry in the queue, then the front index will equal the rear
index. When this one entry is removed, then the front will be increased by 1, so
that an empty queue is indicated when the rear is one position before the front.
Now suppose that the queue is nearly full. Then the rear will have moved well
away from the front, all the way around the circle, and when the array is full the
rear will be exactly one position before the front. Thus we have another difficulty:
The front and rear indices are in exactly the same relative positions for an empty
queue and for a full queue! There is no way, by looking at the indices alone, to tell
a full queue from an empty one. This situation is illustrated in Figure 4.3.
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Figure 4.3. Empty and full queues
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1.3 Circular Queues IN € m———————————————————————

type queue

Next let us write C functions for implementation of a queue. It is clear from the

last section that a great many implementations are possible, some of which are but
slight variations on others. Let us therefore concentrate on only one implementa-
tion, leaving the others as exercises. The implementation in a circular array which
uses a counter to keep track of the number of entries in the queue both illustrates
techniques for handling circular arrays and simplifies the programming of some
of the operations. Let us therefore work only with this implementation.

We shall take the queue as stored in an array indexed with the range

0 to MAXQUEUE -1

and containing entries of a type QueueEntry. The variables front and rear will point
to appropriate positions in the array. The variable count is used to keep track of the

number of entries in the queue. The file queue.h contains the structure declaration
for a queue and the prototypes associated with queues:

typedef struct queue {
int count;

int front;

int rear;

QueueEntry entry [MAXQUEUE];
} Queue;
void Append(QueueEntry, Queue *);
void CreateQueue(Queue *);
void Serve(QueueEntry #, Queue *);
int QueueSize(Queue *);
Boolean QueueEmpty(Queue *);
Boolean QueueFull(Queue =);

The definitions for MAXQUEUE and QueueEntry are application-program dependent.
For example, for our test case they are

#define MAXQUEUE 3/+ small value for testing */
typedef char QueuekEntry;

The first function we need will initialize the queue to be empty.

/= CreateQueue: create the queue.

Pre: None.
Post: The queue q has been initialized to be empty. */

void CreateQueue(Queue *q)

{
g->count = 0;
q->front = 0;
g->rear = —1;
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